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CODE :

from PIL import Image

# Function to convert an integer to a binary string

def int\_to\_bin(n):

return bin(n)[2:].zfill(8)

# Function to convert a binary string to an integer

def bin\_to\_int(b):

return int(b, 2)

# Function to hide text message inside an image

def hide\_text\_in\_image(image\_path, text):

# Open the image

image = Image.open(image\_path)

# Convert the text to binary

binary\_text = ''.join([int\_to\_bin(ord(c)) for c in text])

# Check if the image is large enough to hold the text

max\_chars = (image.size[0] \* image.size[1] \* 3) // 8

if len(binary\_text) > max\_chars:

raise ValueError("Text too long to hide in the image.")

# Iterate over each pixel of the image

pixels = list(image.getdata())

encoded\_pixels = []

index = 0

for pixel in pixels:

if index < len(binary\_text):

# Modify the least significant bit of each color channel

r, g, b = pixel

r = (r & 0xFE) | int(binary\_text[index])

g = (g & 0xFE) | int(binary\_text[index + 1])

b = (b & 0xFE) | int(binary\_text[index + 2])

encoded\_pixels.append((r, g, b))

index += 3

else:

encoded\_pixels.append(pixel)

# Create a new image with the encoded pixels

encoded\_image = Image.new(image.mode, image.size)

encoded\_image.putdata(encoded\_pixels)

# Save the encoded image

encoded\_image.save("encoded\_image.png")

print("Text hidden in the image successfully.")

# Function to extract text message from an image

def extract\_text\_from\_image(image\_path):

# Open the image

encoded\_image = Image.open(image\_path)

# Extract the hidden text from the image

pixels = list(encoded\_image.getdata())

binary\_text = ''

for pixel in pixels:

# Extract the least significant bit of each color channel

r, g, b = pixel

binary\_text += str(r & 1)

binary\_text += str(g & 1)

binary\_text += str(b & 1)

# Convert the binary text to ASCII characters

text = ''

for i in range(0, len(binary\_text), 8):

byte = binary\_text[i:i + 8]

text += chr(bin\_to\_int(byte))

return text

# Example usage

image\_path = "image.png"

text\_to\_hide = "Hello, Steganography!"

# Hide the text in the image

hide\_text\_in\_image(image\_path, text\_to\_hide)

# Extract the hidden text from the image

extracted\_text = extract\_text\_from\_image("encoded\_image.png")

print("Extracted text: ", extracted\_text)

**OUTPUT**

**![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAA0UAAAB1CAYAAACBFUqFAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAAEnQAABJ0Ad5mH3gAAB+BSURBVHhe7d0JmBTF3cfxwiOKV/Im3pJoPHgMRt88HhGTaBRNlPg8GvTFKEIIahJEgkQU8fFAEZ5gNMT4qGgA5QqKCgRCBKISgyDIYTxBAREP8EJBORZR6Ld//+0aemdnd7qXnd1Z+vt5noKZnpqerurumfp3VfU2q6jYGLhaNG++a/QIAAAAAMpbGN9Ej5LbIfofAAAAADKJoAgAAABAphEUAQAAAMg0giIAAAAAmUZQBAAAACDTCIoAAAAAZBpBEQAAAIBMIygCAAAAkGkERQAAAAAyjaAIAAAAQKYRFAEAAADINIIiAAAAAJlGUAQAAAAg0wiKAAAAAGQaQREAAACATCMoAgAAAJBpBEUAAAAAMo2gCAAAAECmERQBAAAAyDSCIgAAAACZRlAEAAAAINMIigAAAABkGkERAAAAgEwjKAIAAACQaQRFAAAAADKNoAgAAABAphEUAQAAAMi0RgmK2rRp4959910XBEGt6bPPPnOdOnWK3lX+tK3a5ieffDJakozyq7xDhw6NlhTXr18/9/nnnyd6z6uvvmr1rXovN3Upe0PRtpXDMeiPq3Ldh2h8p556qps3b5774osvct+fdTmn9F3h36+k7xh91+Tz3z/xvHovAABNVeZ7itRw0A96OTbKUTrsd2wvWrVq5f7yl7+4448/3u20007RUgAAkEajBEXTp093LVq0cM2aNculhQsXurVr17pf/vKXuWV77bWXGzVqVPSu7dcZZ5xh5b3sssuiJdmR5bInpXNA54LOGZ07QNyFF17ojjzySPfmm2+6iy66yM6n73//++7++++PciR31FFH5b5/hw0bFi2t7qabbnK77LKL5Tv99NPdihUrolcAAGiamFMEAE3YgQce6HbYYQc3fvx49/DDD9syDaVTAgAAyTSZoEhXyR966CHrTdKwpy+//NK9/PLLrmPHjlGOymEkL774oquoqHA333xztLTySurHH3/s3nnnHde2bdvcHA2t59JLL7U8+l/PfUo7LyhOQ1imTZtmY+63bNni3nvvPXfVVVdFr1ZKOnZfVMbXX3/dyqz1LV682B1wwAHRq1vtueeebvTo0bk6Wr9+vT3X1dx8SepT/LyaO++808qhz9e2qnyq77pIWna/n55++umi9ZlEXff7cccdV7TsSeszqaRzNpRPZZo9e7blX7NmjQ2leu2119zmzZvtfx3z3plnnmmN5Y0bN9o6da7ovZqTEqfyqZx6Xfl0LE2YMMEtWrSo2tym+i675G+n5sq89NJLuf3mqU7yt0ePtSy/vnR+jBgxwn3yySe2L/2xNGjQIHstTtuuz/NzdHw9abvikpZd67/rrrvcRx99lPtsbYd6AbWOuCRljx8fWq7vnF69etlzn/zQUJ83f6ionmt5oXOvvgwePNiOw8mTJ0dLtho4cKDbtGlTwdcAAGhwFRUbg9pSmKVBUtiACcLGXRA2XKu9FjYogieeeCIIGxLhb31VK1euDNq1a5fLGwZAQRgABW+//XYQNo7svWEDI9iwYUPQp08fy6PP0GfVJmwc59aZNPn1ho2AaC1baZu0bT6vyhsXNk6CsHFSZX1KYYM2CIO5KNdWYYPJPids2OTyhg2+IGyURTkq6bnWHTYSrT6UL019qh6UL79MWjZp0qRcvjQpadnT1GeSlHa/Jy17mvpMmlQfqpc41VuSfPHt1TYNGzbM8tZ0LMncuXNz6/TnTD5fF3U9lpImrVvnbyHr1q0Lbrjhhlxe1Ul8e/z7tSxeX7Vtp84RnTs+b9euXYPVq1dHr1al+lM9Fltnftm1D/LPTdF7VddhYGT5kpa90H7P578bfN74d4WSntd07iV53adC9e1T69atg+XLlwfvv/9+rt6UVHfPP/98EAaGQYcOHaq8h0QikUikbU2FYppiqUn0FF1//fXuxz/+sV0RVw+Q5lecdtppbtasWW7//fd3v/rVr6KczoaPDB8+3O23336uZ8+elv+YY45x//jHP+zKpPg5GvFx8/rfj6VX0lyXugrbI+7vf/+7jc8/66yz3JIlS9zXvvY196Mf/SjKkXzsftiQdwcddJBbunSpzRfQdqtMuoqsITOeegN0hTlstFr5v/nNb1odzZkzx+28885Rrkpp6lO0jWGjxl1xxRWWV3MVdPX66KOPdieccEKUK7mkZfeS1GcSddnvWlas7GnrM4m0czY01+inP/2p9Yaqt+IPf/iDbUvYqHUHH3yw5fnOd75jPT4aZuX3gY4p9ZZoCFabqLfl8ssvt9c//fTTXHk0RyUMAGxfxJWi7Oq10vn77LPP5ubIKN14443WE6xelLS6d+9ux4u2Uz1DOj+UtM3av3vvvbf12ISNdfeb3/zGffWrX3XPPfecO++88+yzf/azn+Xmc/n6TFP2MDiwur/ttttydX/SSSe5f/3rX/Y5qmtJWvb48aFjWD0ut956ay6/UjnM09P3j8qi+j3nnHOipZXfa0cccYR75ZVX3JgxY6KlAAA0niYRFOmuSqIf/1tuucWGqmhIlYYJrV692h1++OH2uqcGysyZMy1QUGNWjWi9r6FoqItuGKGbR2gIkho+suuuu9r/aXz3u991GzZssLIq4FPZVZZx48ZVaaCqga5AYf78+a5Lly42fEh1pMbTypUro1yV0tanArC7777b3XvvvZZX79M6FWypEVlq9VmfaSUpe9r6rG8KfNQQV9Ciz9YQLQ0DXLZsmQVwnoIBTcifOnWqBU0akjlkyBBrwMe1bNnSNW/e3AJRXx41xm+44QYLuuJKUXbt53Xr1rkf/OAHNjRNx7nWq0b1Aw88YMdAWgpKNMRMw+c0zEznh5K2WcHQ2Wefbc8VdCvoUd1dcsklNmRQpkyZYsGpAqn77rvPlqUp+xtvvGHHy7XXXmvD+hS4Pvroo+6DDz6wizV6r5Si7I1Nw+MUOCpg1LElCjK1P1SvAACUgyYRFGn+jBqhmkeiRoJPjzzyiPv6179uV3XbxOYUqBGhXgFdmZXHHnvMGhsNRXMFfCNH9FyNoLrYcccdbV1qVMWp5yDe4FUDQ1eH1ZiL09VtfxXaS1uf+hw1GD01kBWoNZT6rM+0kpQ9bX02Fl0k0ByjO+64wxroOi80307zhOqqFGVX8N+7d2/33//+N1fXe+yxhwX+ClB10SOt3Xff3eYF6aJBbRRoqzzLly8v+p2RpuzdunWz7yQFQerN1XmtYEzBvoIGHyyUouyNTT1B6hFSsHn++efbcaiA8q233rKLOwAAlIMmERRpeI8aCL///e+rDA/xSY2L+K2KNUlceTW8ZMuWLTYRWT/ETZEaUGrAHnbYYdGSShpSpwaZpyBBDbJDDz00WlJJjTI1zuLS1idq11TqUz0k2hYN+9Jxof9nzJhRZRim6EYeCiB+/vOfu759+9rxp0Z5//79rackrlRlV+/Lsccea8GMPlPBg3oVdMyfcsopUa5K6tX6xje+ET1z1vO12267Rc8q6QKJ8vnenZqoZ1CB8CGHHFL0RiJpyq7AunPnzrZtuoChXifVrYbu6dyODwVNU/Y09tlnn+hRpfwewlJSAK7vMn0Pq1dOvdrqidSxBgBAOWgSQZGu7qpBoEZdjx49csOW1GgZMGBAtYBHQ1Q0TEhXbHXXtH333dddffXVuffF6YdawcT3vve93B241AC84IIL7HFj0xVWNfCuvPJKu6qvMqgxpSuuanh56sHQncfU6HvwwQetQaby9OvXz+aLxKWtz+1Rfe73plKfvmdDQzK1jSq3Gqaa2xGnO4ZpiJeCafVMaOjT3Llz3U9+8pMqx5yUouw6f3U8n3vuufZcAcWCBQtsmKDEe0gVxKiBffHFF9sx365dO3fNNdfYsjjNbdGFAwUmf/rTnyyvks4lDYdU8KLnGlqoHgxdXNBwNa1PVI6nnnrK8qpnSJKWXUP3tF6dlz6PPm/VqlV20UbHosohacqelIbj6TNOPPFEu0CkcqrXaVsCrLRUdgVAOvZULwoGdezVRMefzk+V3/e2AQBQUoXuvhBPYZYGSbpzUdj4Knj3uZYtW9qdigrd5UnLJkyYkMsbNkbC7a6wOzqFDZDcHaLCxkSVO0z51K1bt2Dt2rXR2rbalrvP5b+30N2fVN7a6HXlCxsQ9X73uTT1qbIU2i/avvg606SkZU9Tn2lTkv2etOxp6jNp8mWsiV5THiVto/7X++Lbll9/48ePL7iNOo4+/PDDIAy0c58fNuyDadOm2bkk69evt3IsWrSo5GUvdBx7Kk/37t1zecPGfbW8Otc3bdqUO46U/PdAoe3U++ty97mkZa/pHBblmzFjhm2f8iYte7HjI1523QFu2bJl0StbbdiwIXcc+bx6X238eot9fv56lQYOHGj7RWUeM2ZMldfyk9+Oun7HkEgkEinbqVBMUyw1iZ4iXWHUROOxY8faVevwt9KSrjaqJ0jDS0RXV7t06WJXYHWDAc1DUVIvi/7au17XHeniNIFeV461Lq1Twh90GxZTDjRs5rrrrrM68L0bunGE5ieEjacoVyXdYUtzEnRlWFQGPc+fj5S0Prdn9bnfm0p96kYJuhmD75XQ/+pB+etf/2o9GLqaHwZSdhz985//tONGQ87UO6ShXOo50VyZuFKUXb05/oYE2ieiY103htBQNfVyeDo3dIz7/aYbHOjui2GQZ889fQ/oTnJ6r+akxbdTfz9IZfZ0IwX1yqonyJ9jvq50Rzd/c4CkZVf+9u3b240V4p+t9+i9HTp0yM2ZS1P2pLTd+j7U94Y+V98jKtvEiROjHA1Dx5TqRvto0qRJ0VIAAMpEoUgpnsIsJBIpQykMNMJzvyJYs2ZN0LdvX+vFUG/HzJkz7Sr/ggULCr6PRKop6RgaPXq09YJNnjy5YB4SiUQikeorFYppiqVm+id8c42aNy/9bY8BlA/1Gumqvib/588h0rw19c7421IDxQwdOtTmMomOH91dT7eCBwCgVML4JnqUXJMYPgeg4WgoV9euXd3jjz+eG4rph3DphiUERKgLDZu75557CIgAAGWJniIAAAAA2w16igAAAAAgJYIiAAAAAJlGUAQAAAAg0wiKAAAAAGQaQREAAACATCMoAgAAAJBpBEUAAAAAMo2gCAAAAECmERQBAAAAyDSCIgAAAACZRlAEAAAAINMIigAAAABkGkERAAAAgExr8KCoTZs27t1333VBENSYnnzyySg3toXq8bPPPnOdOnWKlqA+DR061I5X/R/nj3ElPU5D+0r7LH4+1LQe7d94PqX8bSkX1157rVuxYoX78ssvbTs3btzoXnrpJXfppZdGOdAU+GP71VdfjZbUr/79+7vPP//cLVq0yO25557RUgAASm+76ynSj3VTCATYzuL69etnDSSC5KZtxIgRbsCAAe7AAw90O+64oy3bZZdd3NFHH+3uvfdeN2TIEFvmsd+za8uWLbn/165da48BAGgIjRYU6arx6aef7po1a1YtnXHGGVEuIFtGjRrl9tprr9y5sHDhwuiV6nSe+Hy33nqr27RpU/RK+Wjbtq0788wz3YYNG9zgwYPdUUcdZdurc/+RRx5xn376qauoqKBXAAAANCrmFAEomb333tvttttu7oUXXnDdunXLBXnTp093v/jFL9y+++7revToQa8AzIcffui++OKL6BkAAA2nrIOirl27utWrV7u33367ypyKu+++2344n3jiCbvC7Od2KLVq1cqWjRw5MrdMQ3E0JEfy52FoeNhVV11lPVcasqGkK9pefC6EXvvkk09sOFChK9u33367e++993LrUV5d+W/RooW9nmY7Ra/fdddd7uOPP86tc/ny5ba9+f785z/n8mk906ZNczvttFP0ajql2E7l0f7Sfhs2bFi01LnWrVu7ZcuW2X7W/vZzFvQ5N954o/vKV75ivQr+s5UKzWeIz8Up12FX6jGZN2+e1YG2c/369W7y5MlWx6WmY/Chhx6y4EOfreP59ddfL/mcHs0dUnlPPPFE9/jjj7uePXsWLG9d9nvS+uzYsaOV1Z/DH3zwgQ3Z0/GSf6wkOd/9tirAGz16tH2uPl95dR7mUx37z1c+7QPtC/+94CXZzvw5ZzoXBw4caOe7ety0TOfeySefbPl1fum889uoutJcLn1WnNav9d5555257zDlVf2eeuqpUa6t1NtXW9mvu+46257nn3++St2JgmPVQaHX1HOoz9Y2AADQoCoqNga1pTBLvaawQRGEDYrwd7Sw8Me5Sv4wAArCH+cg/NG35xdeeGEQNr6DsCEdhD/4tixsxEfvLixsOARhI97yav1x4Y9wWM6K6FklrU95BwwYUO01CRstQdh4sDw+hQ0nW54v/IEPwkZJEP74p9rO2tYZNl6C7t275/IV2k597oYNGyxv2JDK5U2SSrWd2l/ab2EDKrjkkkts2aRJk2z/aj/rebHjQ8LGcW6dPqmM+jzJP4ZKlYrVk8qh8ihv27Ztg3feeSd6ZSvtpxkzZtjxkb9+JZU1vp6akvaH9os/duNJ69YxqM/KFwajQRiMVntPfSbt4/jxoe0IG/zB2LFjg7DBbXnS7vek9em/L/Jt3rzZ8saPlaTnu99Wv444nXN9+vTJ5VXdqo7z6X3+e0H5km5n/DgXnTs6n+L88RIGh8GLL74YLa1q6dKlwQknnJDbTq1f5dQxlC/+XZu07CpXGPQEYfAThEFQ7nOUwsDV6jkMnKosV/Lla6hzmEQikUjbZyoU0xRLZR8U6cd15syZ9oOrH1E9XrduXdCjR48q+XxSwylJIOC3Qz/saiBofb6B4tPIkSPttb59+9prSoMGDbKGQ3w7O3ToYA0T/dCPGjXKGiPKq3UuXrw4mDNnTnDsscdWWXex7VRDQg0KrfP+++8PWrRoYeudMGGCNV4WLFhg+Vq2bBm89tprtmzq1KmWJ54vSV3UluprO31SnWj/zZs3L+jZs6c91j7Nr3sl39BP0kDyjalCx1CpUpqgSA11WbRoUdCuXTtbprpbsWKFHdu9e/eusm6f6iMo0nmj/bNmzZrcsaxgRPWu41+N10L1X5+pV69ewQsvvGDbEadAID8oS7Lfk9bnxIkTq+Xr3LlzsGTJElse/4yk53v8u0N1qLpU0DBr1ixbpz5T+fR+1W08n5Zp/doXqgsfGKTZTp/88af1KMCMBzlKCrQUFE2fPj0XfOr/hQsXVjuntX5R/fkgxtenAqDBgwfbsqRlVxo4cGCwadMmC4L8MgWz77//vn1n6bvLL/dJ36Wqm9r2PYlEIpFIxVKhmKZYarSgKElDzyf9kPrGjn5kR48eXTCfUtqgqNh2qJGvRtozzzxjV6Y3btxoP/7xH231cqjh8Nhjj1V5b22p2HaqwaOGhxo78eVq+Lz55pu57faNCDWe4o0MNb5eeeWVRHVRW6qv7Yy/pv2n/aj9qf2q/Rt/3ac0QVFjJN8ozQ9E8o8t/1y9I77B65M/dvLX4VN9BEVqqMYbtj6pMbt8+XILTNq3b1/ltVImlUXbovqQ/KCs2H5PU5+qPwXtvmfSJwVNOv7yPyPJ+e4/X3Xne1CU8tepOlXd5udTUvm1nT6ISLudSiqj1jF8+PBqr8WT6kjn58svv2zfFTpfCwVFqnOVPf5evy8UWOl50rIr+eNLQZA/x1Vu9W7lH4s++fUXKi+JRCKRSElToZimWGoSN1qYMmWKmzp1qt3GV+Psw8ZA9Mq20xh2TfoupG/fvi5sSLiwoeLCH3Y3aNAgmycTNl6iHJV23XVXmwdQ253C0jrkkENs3P4FF1yQmz+gNHfuXHtNdyg76KCD7BbHO+ywg43BX7x4cfRuZ9uobS61pNsZp/2n/aj9qf2q/bs9U/lVD7qpwPjx46vU0xVXXGH7T3VVKrvvvrsdnx999FG0pNKcOXNsTsjOO+9sx3BD0fl2+eWX29wSbZPqJQyio1eLK1V9Jj3fPdWd6tDTOah69lSnqtv8fKJyK6/2zbbQOjTnspBWrVq52bNnu7/97W/uW9/6lnvqqadsftO///3vKEdVYfDjlixZEj2rpOdavt9++0VLKhUru+j1Z5991m62cc4557iWLVu60047zeYeTpo0KcpVWBhMRY8AAGgYTSIo0gT88847z36I999/f3f99ddXm6Bb39q0aeN+/etfu1WrVtnj9u3b20RiTRxXEBCnZbqpgRoh9UWNAjUydAMDfV5+UqNQN3HYvHmzTUw+4IADrNHhqX5UV6WWdDs9bZf2nxpZFRUVtl+1f7dnK1assEnsb7zxRu6W1PmplLeh13mj43OfffaJllRq3bq1Nco1oV7HcCn07t3bJvafe+650ZKtdAtxBTJppanPpUuXuj322MNdc801rl27drasc+fOdm43b97cnkua8z0pvVd1qzpWXcdpX2ifaN9I0u1Mo1evXu64446zvwV10kkn2U0uxo0bV2N5dJHiiCOOiJ5V0nN/MaouHn30UQuCFAzpwomCMwXFNV0I0Wu6AcVll10WLQEAoGGUfVCkQENXlUV3hpoxY4Y75ZRT7O5GhShI0BVa3blKP66iBtmpBe6gVBt/NVqNeH8nJ13ZVoNejZc4XQ1Vj9PZZ59tAYC2We/TrYZ1pVV3WfLr8Iptp96jRlWnTp3sb9D4PFpvv379XIcOHez5/Pnz7ar2t7/9bQtM9NlKI0eOdEceeaTl2Rb1tZ1enz593A9/+EP3n//8xx6rgda9e/eCAaWCLTWaDzvssFxDUfn0Wfm0TA1l5X+yzO4+p4ae7rB36KGHuvvuu8/+do+nxvfNN99csPz1RVfsFYBcdNFF1huifaP9d8cdd1gj9a233rIeu7j6qE99jsqnP9KqO7gNHz481yOk40LHh4ID1U28t7bYfk9Tn7rLm+6MpnPB9yppO/RePfbSnO9JqU5Vt6pj1bXqXOvXPtC+0D7xvS1JtzONgw8+2HqSDz/8cDsvVSdjx461868Q3fFPPUkqt+h/PVfwprvi1cWECRPsDnbaFt2CXd8VukMgAABlp9CYungKs9Rr8mPGa+PHk4cNCLtDU/zuZBqbrrH+Nd01a8yYMTZmPi4+Vl7rrkk8n+bEaNJ1Pq1b4/hnz55dZR5EkrvP+bxKxbZTacqUKdXyiJbNnTs3t876vvtcPNXndvo7ccXvZqV60/4tVEfa15qPkE/zL+L5lFRGlVUaaj6C5nSIn7/ikz/GlfRYyzRXZNWqVZY/n242oTkZyhcvR03859V2LIv/fNVr2rvP1Vd9hoGAzW0r9Nmic9nPN/EpyX5PWp9KHTt2DMJGvZ2f2g7NRRoyZIiVz5ctzfnu92/+cejrLF5f/pjPp/XmH/NJtrPY8RHfJt0xr9B3ksqzfv16u9GJz6v1K6/O7Xy6+UMYUFm+NGX3KQyubL6U6AYZ+a/Hkz+n4ucOiUQikUhpU6GYplgq656im266ya7aPv3007meIQ270N8D0lj93/3ud9WGpWi4zsSJE13YMLLn4e+r/TV9XaFMQ1c3dcVZ83TUW6L1hI0bG58/a9Ys+7sr8TH1Guqiq8orV660vPH8Xbp0qTYvIcl2arhJGAzakJ78dWrYmV+nPldXzHWlWXl0BTpscNm8nm1VX9up/aT9JX/84x9zdadeoueee856/7S/47Svb7nlFusV0D6QsOGWG3LUlDzwwAPu4osvtp69sOFpy1QWzWG58sorrU5KRfWvY1C9BH4/qj51bF999dV27JSKzt2zzjrLjg/NO/H7UceQjoGwMV1tKFWS/Z60Ph988EHXv39/W596PDTfSEM31bMbH5aW9nxPSnWrOvbrFe0D7QvtE38OJ93ONPT3nh5++OHcPvf1ox5l1dltt91W5e+NaZ8MHjw49x2m/Kpf9dRvy3xJ9Z5rX2q4rP5WFQAAZalQpBRPYRYSiZTB5HsF/N8Ia4pJt4MWf6tr9czotvD+VtO+B7qxU2Nvp3p41NOjHp9Cr29LCoOv8LekokFu/U4ikUgkklKhmKZYIigikUgF0+23324N5fhQyaaWFGCsXLnSAo58+hs+flhYY6fG3s5SBEU6bvxwPP3flI8jEolEIjWtVCimKZaaxN3nADQsDavSJHvdOlnDVZsqTfTXEFANG9NwMNEwsTAIcL/97W/r9Tb626KpbGddqBy68UtTPo4AANu/ZoqMoscFNW/ecH+/BAAAAAC2RRjfRI+So6cIAAAAQKYRFAEAAADINIIiAAAAAJlGUAQAAAAg0wiKAAAAAGQaQREAAACATCMoAgAAAJBpBEUAAAAAMo2gCAAAAECmERQBAAAAyDSCIgAAAACZRlAEAAAAINMIigAAAABkGkERAAAAgEwjKAIAAACQaQRFAAAAADKNoAgAAABAphUNiv7nf74ePQIAAACA8lXX2KVoUHT88cdFjwAAAACgfNU1dikaFJ1//v9FjwAAAACgfNU1dmlWUbExiB7X6OSTT3bz58+LngEAAABAeTn++BPcM888Ez1LJ9GNFu65527mFgEAAAAoS4pVFLPUVaKg6Jhj/tdNnTrFoi8AAAAAKBeKURSrKGapq0TD5+JGjBjhxo17zM2fv8CtXv1JtBQAAAAAGoZ6hnRTBc0h6ty5c7S07lIHRQAAAACwPUk0fA4AAAAAtlcERQAAAAAyjaAIAAAAQKYRFAEAAADINIIiAAAAAJlGUAQAAAAg0wiKAAAAAGQaQREAAACATCMoAgAAAJBpBEUAAAAAMo2gCAAAAECmERQBAAAAyDSCIgAAAACZRlAEAAAAINMIigAAAABkGkERAAAAgEwjKAIAAACQYc79PyfTv7GlnzLyAAAAAElFTkSuQmCC)**